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# import require R packages for Stable Isotope Analysis   
library(coda)  
library(rjags)

## Linked to JAGS 4.2.0

## Loaded modules: basemod,bugs

library(SIBER)

## Loading required package: spatstat

## Loading required package: spatstat.data

## Loading required package: spatstat.geom

## spatstat.geom 2.3-0

## Loading required package: spatstat.core

## Loading required package: nlme

## Loading required package: rpart

## spatstat.core 2.3-0

## Loading required package: spatstat.linnet

## spatstat.linnet 2.3-0

##   
## spatstat 2.2-0 (nickname: 'That's not important right now')   
## For an introduction to spatstat, type 'beginner'

library(tidyverse)

## Registered S3 method overwritten by 'cli':  
## method from   
## print.boxx spatstat.geom

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.5 v dplyr 1.0.7  
## v tidyr 1.1.4 v stringr 1.4.0  
## v readr 2.0.2 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::collapse() masks nlme::collapse()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(rmarkdown)

# Set working directory  
setwd("C:/Users/dlab/Desktop/Dr alys")

# Load the dataset  
tedy<-read.csv('rtedi.csv')  
  
tedy2<-read.csv('rtedi2.csv')  
# check the number of rows and columns   
nrow(tedy)

## [1] 103

ncol(tedy)

## [1] 4

# read the top five rows   
head(tedy)

## iso1 iso2 group community  
## 1 -15.57 10.26 1 1  
## 2 -15.48 10.33 1 1  
## 3 -16.29 10.35 1 1  
## 4 -16.21 10.44 1 1  
## 5 -16.61 10.36 1 1  
## 6 -16.54 10.48 1 1

# read the bottom five rows  
tail(tedy)

## iso1 iso2 group community  
## 98 -18.58 10.73 8 2  
## 99 -18.60 10.72 8 2  
## 100 -18.98 11.08 8 2  
## 101 -18.87 11.00 8 2  
## 102 -17.45 11.56 8 2  
## 103 -17.45 11.53 8 2

# Check group details  
unique(tedy$group)

## [1] 1 2 3 4 5 6 7 8

# Check community details  
unique(tedy$community)

## [1] 1 2

# Select groups for community one  
siber.data1 = tedy%>%filter(group<=4)  
head(siber.data1,3)

## iso1 iso2 group community  
## 1 -15.57 10.26 1 1  
## 2 -15.48 10.33 1 1  
## 3 -16.29 10.35 1 1

nrow(siber.data1)

## [1] 56

# Select groups for community two  
siber.data2 = tedy%>%filter(group>=5)  
head(siber.data2,3)

## iso1 iso2 group community  
## 1 -18.28 12.98 5 2  
## 2 -18.23 13.04 5 2  
## 3 -19.00 13.01 5 2

nrow(siber.data2)

## [1] 47

# create the siber object  
siber.data <- createSiberObject(tedy)  
head(siber.data)

## $original.data  
## iso1 iso2 group community  
## 1 -15.57 10.26 1 1  
## 2 -15.48 10.33 1 1  
## 3 -16.29 10.35 1 1  
## 4 -16.21 10.44 1 1  
## 5 -16.61 10.36 1 1  
## 6 -16.54 10.48 1 1  
## 7 -17.47 11.86 1 1  
## 8 -17.46 11.84 1 1  
## 9 -19.86 13.18 1 1  
## 10 -19.59 12.94 1 1  
## 11 -14.15 10.74 1 1  
## 12 -13.11 10.16 1 1  
## 13 -12.86 9.74 1 1  
## 14 -13.95 10.43 1 1  
## 15 -17.81 12.04 1 1  
## 16 -17.85 12.26 1 1  
## 17 -18.47 13.35 2 1  
## 18 -18.43 13.32 2 1  
## 19 -18.59 13.35 2 1  
## 20 -18.48 13.30 2 1  
## 21 -18.55 11.99 2 1  
## 22 -18.51 11.89 2 1  
## 23 -17.08 13.01 2 1  
## 24 -17.14 13.00 2 1  
## 25 -17.31 12.55 2 1  
## 26 -17.33 12.55 2 1  
## 27 -17.82 12.65 3 1  
## 28 -17.84 12.60 3 1  
## 29 -22.18 13.74 3 1  
## 30 -22.21 13.79 3 1  
## 31 -21.68 12.82 3 1  
## 32 -21.68 12.87 3 1  
## 33 -21.68 12.99 3 1  
## 34 -21.71 12.93 3 1  
## 35 -18.54 12.82 3 1  
## 36 -18.57 12.79 3 1  
## 37 -19.85 12.27 3 1  
## 38 -19.86 12.35 3 1  
## 39 -19.16 12.34 3 1  
## 40 -19.15 12.63 3 1  
## 41 -17.70 11.41 4 1  
## 42 -17.72 11.37 4 1  
## 43 -18.67 10.60 4 1  
## 44 -18.55 10.66 4 1  
## 45 -16.58 9.12 4 1  
## 46 -16.59 9.00 4 1  
## 47 -18.58 10.73 4 1  
## 48 -18.60 10.72 4 1  
## 49 -18.98 11.08 4 1  
## 50 -18.87 11.00 4 1  
## 51 -17.45 11.56 4 1  
## 52 -17.45 11.53 4 1  
## 53 -19.57 9.26 4 1  
## 54 -19.55 9.30 4 1  
## 55 -19.51 9.36 4 1  
## 56 -19.42 9.42 4 1  
## 57 -18.28 12.98 5 2  
## 58 -18.23 13.04 5 2  
## 59 -19.00 13.01 5 2  
## 60 -18.90 13.00 5 2  
## 61 -16.81 13.90 5 2  
## 62 -16.83 13.65 5 2  
## 63 -16.23 13.08 5 2  
## 64 -16.05 12.99 5 2  
## 65 -15.63 13.00 5 2  
## 66 -15.49 13.23 5 2  
## 67 -17.64 13.28 5 2  
## 68 -17.72 13.32 5 2  
## 69 -18.80 13.25 5 2  
## 70 -18.89 13.30 5 2  
## 71 -16.50 13.71 5 2  
## 72 -16.46 13.80 5 2  
## 73 -18.75 13.69 6 2  
## 74 -17.73 14.17 6 2  
## 75 -18.89 13.85 6 2  
## 76 -17.58 13.02 6 2  
## 77 -18.37 14.49 6 2  
## 78 -18.51 12.99 6 2  
## 79 -19.24 13.50 6 2  
## 80 -19.44 13.40 6 2  
## 81 -15.57 12.39 7 2  
## 82 -15.54 12.51 7 2  
## 83 -15.18 12.33 7 2  
## 84 -15.17 12.48 7 2  
## 85 -15.68 12.43 7 2  
## 86 -15.61 12.50 7 2  
## 87 -15.76 12.46 7 2  
## 88 -15.78 12.45 7 2  
## 89 -15.55 12.37 7 2  
## 90 -15.56 12.36 7 2  
## 91 -15.52 12.59 7 2  
## 92 -17.70 11.41 8 2  
## 93 -17.72 11.37 8 2  
## 94 -18.67 10.60 8 2  
## 95 -18.55 10.66 8 2  
## 96 -16.58 9.12 8 2  
## 97 -16.59 9.00 8 2  
## 98 -18.58 10.73 8 2  
## 99 -18.60 10.72 8 2  
## 100 -18.98 11.08 8 2  
## 101 -18.87 11.00 8 2  
## 102 -17.45 11.56 8 2  
## 103 -17.45 11.53 8 2  
##   
## $all.groups  
## [1] "1" "2" "3" "4" "5" "6" "7" "8"  
##   
## $all.communities  
## [1] "1" "2"  
##   
## $iso.summary  
## iso1 iso2  
## min -22.21000 9.0000  
## max -12.86000 14.4900  
## mean -17.75777 12.0265  
## median -17.81000 12.4300  
##   
## $sample.sizes  
## 1 2 3 4 5 6 7 8  
## 1 16 10 14 16 NA NA NA NA  
## 2 NA NA NA NA 16 8 11 12  
##   
## $raw.data  
## $raw.data$`1`  
## iso1 iso2 group community  
## 1 -15.57 10.26 1 1  
## 2 -15.48 10.33 1 1  
## 3 -16.29 10.35 1 1  
## 4 -16.21 10.44 1 1  
## 5 -16.61 10.36 1 1  
## 6 -16.54 10.48 1 1  
## 7 -17.47 11.86 1 1  
## 8 -17.46 11.84 1 1  
## 9 -19.86 13.18 1 1  
## 10 -19.59 12.94 1 1  
## 11 -14.15 10.74 1 1  
## 12 -13.11 10.16 1 1  
## 13 -12.86 9.74 1 1  
## 14 -13.95 10.43 1 1  
## 15 -17.81 12.04 1 1  
## 16 -17.85 12.26 1 1  
## 17 -18.47 13.35 2 1  
## 18 -18.43 13.32 2 1  
## 19 -18.59 13.35 2 1  
## 20 -18.48 13.30 2 1  
## 21 -18.55 11.99 2 1  
## 22 -18.51 11.89 2 1  
## 23 -17.08 13.01 2 1  
## 24 -17.14 13.00 2 1  
## 25 -17.31 12.55 2 1  
## 26 -17.33 12.55 2 1  
## 27 -17.82 12.65 3 1  
## 28 -17.84 12.60 3 1  
## 29 -22.18 13.74 3 1  
## 30 -22.21 13.79 3 1  
## 31 -21.68 12.82 3 1  
## 32 -21.68 12.87 3 1  
## 33 -21.68 12.99 3 1  
## 34 -21.71 12.93 3 1  
## 35 -18.54 12.82 3 1  
## 36 -18.57 12.79 3 1  
## 37 -19.85 12.27 3 1  
## 38 -19.86 12.35 3 1  
## 39 -19.16 12.34 3 1  
## 40 -19.15 12.63 3 1  
## 41 -17.70 11.41 4 1  
## 42 -17.72 11.37 4 1  
## 43 -18.67 10.60 4 1  
## 44 -18.55 10.66 4 1  
## 45 -16.58 9.12 4 1  
## 46 -16.59 9.00 4 1  
## 47 -18.58 10.73 4 1  
## 48 -18.60 10.72 4 1  
## 49 -18.98 11.08 4 1  
## 50 -18.87 11.00 4 1  
## 51 -17.45 11.56 4 1  
## 52 -17.45 11.53 4 1  
## 53 -19.57 9.26 4 1  
## 54 -19.55 9.30 4 1  
## 55 -19.51 9.36 4 1  
## 56 -19.42 9.42 4 1  
##   
## $raw.data$`2`  
## iso1 iso2 group community  
## 57 -18.28 12.98 5 2  
## 58 -18.23 13.04 5 2  
## 59 -19.00 13.01 5 2  
## 60 -18.90 13.00 5 2  
## 61 -16.81 13.90 5 2  
## 62 -16.83 13.65 5 2  
## 63 -16.23 13.08 5 2  
## 64 -16.05 12.99 5 2  
## 65 -15.63 13.00 5 2  
## 66 -15.49 13.23 5 2  
## 67 -17.64 13.28 5 2  
## 68 -17.72 13.32 5 2  
## 69 -18.80 13.25 5 2  
## 70 -18.89 13.30 5 2  
## 71 -16.50 13.71 5 2  
## 72 -16.46 13.80 5 2  
## 73 -18.75 13.69 6 2  
## 74 -17.73 14.17 6 2  
## 75 -18.89 13.85 6 2  
## 76 -17.58 13.02 6 2  
## 77 -18.37 14.49 6 2  
## 78 -18.51 12.99 6 2  
## 79 -19.24 13.50 6 2  
## 80 -19.44 13.40 6 2  
## 81 -15.57 12.39 7 2  
## 82 -15.54 12.51 7 2  
## 83 -15.18 12.33 7 2  
## 84 -15.17 12.48 7 2  
## 85 -15.68 12.43 7 2  
## 86 -15.61 12.50 7 2  
## 87 -15.76 12.46 7 2  
## 88 -15.78 12.45 7 2  
## 89 -15.55 12.37 7 2  
## 90 -15.56 12.36 7 2  
## 91 -15.52 12.59 7 2  
## 92 -17.70 11.41 8 2  
## 93 -17.72 11.37 8 2  
## 94 -18.67 10.60 8 2  
## 95 -18.55 10.66 8 2  
## 96 -16.58 9.12 8 2  
## 97 -16.59 9.00 8 2  
## 98 -18.58 10.73 8 2  
## 99 -18.60 10.72 8 2  
## 100 -18.98 11.08 8 2  
## 101 -18.87 11.00 8 2  
## 102 -17.45 11.56 8 2  
## 103 -17.45 11.53 8 2

# Create lists of plotting arguments to be passed onwards to each  
# of the three plotting functions.  
community.hulls.args <- list(col = 1, lty = 1, lwd = 1)  
group.ellipses.args <- list(n = 103, p.interval = 0.95, lty = 1, lwd = 2)  
group.hulls.args <- list(lty = 2, col = "grey20")  
  
# plotting the graph  
par(mfrow=c(1,1))  
  
plotSiberObject(siber.data,  
 ax.pad = 2,   
 hulls = F, community.hulls.args = community.hulls.args,   
 ellipses = T, group.ellipses.args = group.ellipses.args,  
 group.hulls = T, group.hulls.args = group.hulls.args,  
 bty = "L",  
 iso.order = c(1,2),  
 xlab = expression({delta}^13\*C~'\u2030'),  
 ylab = expression({delta}^15\*N~'\u2030'),  
 cex = 0.5  
 )  
  
  
# Calculate sumamry statistics for each group: TA, SEA.B and SEAc  
group.ML <- groupMetricsML(siber.data)  
print(group.ML)

## 1.1 1.2 1.3 1.4 2.5 2.6 2.7 2.8  
## TA 5.716400 1.334400 2.823450 5.017700 2.087250 1.765600 0.09820000 2.480400  
## SEA 3.445897 1.177668 1.825339 2.974570 1.176733 1.090238 0.04740530 1.986348  
## SEAc 3.692032 1.324877 1.977451 3.187039 1.260785 1.271944 0.05267256 2.184983

# add a legend  
legend("topright", colnames(group.ML), pch = c(1,1,1,2,2,2), col = c(1:3, 1:3), lty = 1)
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FIT THE BAYESIAN MODEL COMBINED COMMUNITIES

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

# Fit the Bayesian models  
# options for running jags  
parms <- list()  
parms$n.iter <- 2 \* 10^4 # number of iterations to run the model for  
parms$n.burnin <- 1 \* 10^3 # discard the first set of values  
parms$n.thin <- 10 # thin the posterior by this many  
parms$n.chains <- 2 # run this many chains  
  
# define the priors  
priors <- list()  
priors$R <- 1 \* diag(2)  
priors$k <- 2  
priors$tau.mu <- 1.0E-3  
  
# fit the ellipses which uses an Inverse Wishart prior  
# on the covariance matrix Sigma, and a vague normal prior on the   
# means. Fitting is via the JAGS method.  
ellipses.posterior <- siberMVN(siber.data, parms, priors)

## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 16  
## Unobserved stochastic nodes: 3  
## Total graph size: 32  
##   
## Initializing model  
##   
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 10  
## Unobserved stochastic nodes: 3  
## Total graph size: 26  
##   
## Initializing model  
##   
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 14  
## Unobserved stochastic nodes: 3  
## Total graph size: 30  
##   
## Initializing model  
##   
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 16  
## Unobserved stochastic nodes: 3  
## Total graph size: 32  
##   
## Initializing model  
##   
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 16  
## Unobserved stochastic nodes: 3  
## Total graph size: 32  
##   
## Initializing model  
##   
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 8  
## Unobserved stochastic nodes: 3  
## Total graph size: 24  
##   
## Initializing model  
##   
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 11  
## Unobserved stochastic nodes: 3  
## Total graph size: 27  
##   
## Initializing model  
##   
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 12  
## Unobserved stochastic nodes: 3  
## Total graph size: 28  
##   
## Initializing model

# The posterior estimates of the ellipses for each group can be used to  
# calculate the SEA.B for each group.  
SEA.B <- siberEllipses(ellipses.posterior)  
  
siberDensityPlot(SEA.B, xticklabels = colnames(group.ML),   
 xlab = c("Community | Group"),  
 ylab = expression("Standard Ellipse Area " ('\u2030' ^2) ),  
 bty = "L",  
 las = 1,  
   
 )  
  
# Add red x's for the ML estimated SEA-c  
points(1:ncol(SEA.B), group.ML[3,], col="red", pch = "x", lwd = 2)
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CRIDIBLE INTERVALS FOR GROUPS IN COMMUNITIES ++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

# Calculate some credible intervals   
cr.p <- c(0.95, 0.99) # vector of quantiles  
  
# call to hdrcde:hdr using lapply()  
SEA.B.credibles <- lapply(  
 as.data.frame(SEA.B),   
 function(x,...){tmp<-hdrcde::hdr(x)$hdr},  
 prob = cr.p)  
print(SEA.B.credibles)

## $V1  
## [,1] [,2]  
## 99% 2.084000 7.619114  
## 95% 2.405014 6.527204  
## 50% 3.220459 4.544779  
##   
## $V2  
## [,1] [,2]  
## 99% 0.4713776 2.753828  
## 95% 0.5810819 2.195442  
## 50% 0.8560175 1.357551  
##   
## $V3  
## [,1] [,2]  
## 99% 0.8696931 3.981792  
## 95% 1.0481497 3.178694  
## 50% 1.5043614 2.182630  
##   
## $V4  
## [,1] [,2]  
## 99% 1.462563 5.994316  
## 95% 1.726928 4.856948  
## 50% 2.362998 3.387530  
##   
## $V5  
## [,1] [,2]  
## 99% 0.5461779 2.330816  
## 95% 0.6709878 1.903823  
## 50% 0.9580818 1.341809  
##   
## $V6  
## [,1] [,2] [,3] [,4]  
## 99% 0.3597913 3.027767 3.232684 3.245001  
## 95% 0.4911705 2.169664 NA NA  
## 50% 0.7860913 1.282759 NA NA  
##   
## $V7  
## [,1] [,2] [,3] [,4]  
## 99% 0.0209145 0.10941064 0.111504 0.1153837  
## 95% 0.0247083 0.08581950 NA NA  
## 50% 0.0358831 0.05556732 NA NA  
##   
## $V8  
## [,1] [,2]  
## 99% 0.8080264 4.635264  
## 95% 1.0281589 3.600880  
## 50% 1.5603798 2.324593

# do similar to get the modes, taking care to pick up multimodal posterior  
# distributions if present  
SEA.B.modes <- lapply(  
 as.data.frame(SEA.B),   
 function(x,...){tmp<-hdrcde::hdr(x)$mode},  
 prob = cr.p, all.modes=T)  
  
print(SEA.B.modes)

## $V1  
## [1] 3.811842  
##   
## $V2  
## [1] 1.06825  
##   
## $V3  
## [1] 1.761193  
##   
## $V4  
## [1] 2.737442  
##   
## $V5  
## [1] 1.137345  
##   
## $V6  
## [1] 0.9921145  
##   
## $V7  
## [1] 0.04190125  
##   
## $V8  
## [1] 1.908908

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

COMPARING THE POSTERIOR DISTRIBUTIONS

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## In order to test whether one group’s ellipse is smaller or larger than another,  
## we can simply calculate the probability that its posterior distribution is smaller (or larger)  
  
## G1.1.G1.2  
Pg1.1\_g1.2 <- sum( SEA.B[,1] < SEA.B[,2] ) / nrow(SEA.B)  
print(Pg1.1\_g1.2)

## [1] 0.00225

## G1.1.G1.3  
Pg1.1\_g1.3 <- sum( SEA.B[,1] < SEA.B[,3] ) / nrow(SEA.B)  
print(Pg1.1\_g1.3)

## [1] 0.02025

## G1.2.G1.3  
Pg1.2\_g1.3 <- sum( SEA.B[,2] < SEA.B[,3] ) / nrow(SEA.B)  
print(Pg1.2\_g1.3)

## [1] 0.8675

## And then for some of the other pairings:  
## G2.5.G2.6  
Pg2.5\_g2.6 <- sum( SEA.B[,5] < SEA.B[,6] ) / nrow(SEA.B)  
print(Pg2.5\_g2.6)

## [1] 0.441

## G2.5.G2.7  
Pg2.5\_g2.7 <- sum( SEA.B[,5] < SEA.B[,7] ) / nrow(SEA.B)  
print(Pg2.5\_g2.7)

## [1] 0

## G2.6.G2.7  
Pg2.6\_g2.7 <- sum( SEA.B[,6] < SEA.B[,7] ) / nrow(SEA.B)  
print(Pg2.6\_g2.7)

## [1] 0

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

COMPARING THE POSTERIOR DISTRIBUTIONS OF SPECIES BETWEEN COMMUNITIES

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## G1.1.G2.5  
Pg1.1\_g2.5 <- sum( SEA.B[,1] < SEA.B[,5] ) / nrow(SEA.B)  
print(Pg1.1\_g2.5)

## [1] 5e-04

## G1.2.G2.6  
Pg1.2\_g2.6 <- sum( SEA.B[,2] < SEA.B[,6] ) / nrow(SEA.B)  
print(Pg1.2\_g2.6)

## [1] 0.449

## G1.3.G2.7  
Pg1.3\_g2.7 <- sum( SEA.B[,3] < SEA.B[,7] ) / nrow(SEA.B)  
print(Pg1.3\_g2.7)

## [1] 0

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

VISUALIZE TWO COMMUNITIES

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

# create the siber object  
siber.data\_2 <- createSiberObject(tedy2)

# Create plots for community 1 & 2  
community.hulls.args <- list(col = 1, lty = 1, lwd = 1)  
group.ellipses.args <- list(n = 103, p.interval = 0.95, lty = 1, lwd = 2)  
group.hulls.args <- list(lty = 2, col = "grey20")  
  
# plotting the graph  
par(mfrow=c(1,1))  
  
plotSiberObject(siber.data\_2,  
 ax.pad = 2,   
 hulls = F, community.hulls.args = community.hulls.args,   
 ellipses = T, group.ellipses.args = group.ellipses.args,  
 group.hulls = T, group.hulls.args = group.hulls.args,  
 bty = "L",  
 iso.order = c(1,2),  
 xlab = expression({delta}^13\*C~'\u2030'),  
 ylab = expression({delta}^15\*N~'\u2030'),  
 cex = 0.5)  
# Summary statistics for Pangani and Wami  
group.summary <- groupMetricsML(siber.data\_2)  
print(group.summary)

## 1.1 2.2  
## TA 25.048400 14.624750  
## SEA 7.543330 5.293235  
## SEAc 7.683021 5.410863

legend(x = "topright", # Position  
 legend = c("Pangani", "Wami"), # Legend texts  
 lty = c(1, 1), # Line types  
 col = c(1, 2), # Line colors  
 lwd = 1) # Line width
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Credible Intervals for pangani and Wami community

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## Calculate Ellipse posterior  
ellipses.posterior\_p\_w <- siberMVN(siber.data\_2, parms, priors)

## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 56  
## Unobserved stochastic nodes: 3  
## Total graph size: 72  
##   
## Initializing model  
##   
## Compiling model graph  
## Resolving undeclared variables  
## Allocating nodes  
## Graph information:  
## Observed stochastic nodes: 47  
## Unobserved stochastic nodes: 3  
## Total graph size: 63  
##   
## Initializing model

# Calculate sumamry statistics for each group: TA, SEA and SEAc  
group.ML\_p\_w <- groupMetricsML(siber.data\_2)  
print(group.ML\_p\_w)

## 1.1 2.2  
## TA 25.048400 14.624750  
## SEA 7.543330 5.293235  
## SEAc 7.683021 5.410863

# The posterior estimates of the ellipses for each group can be used to  
# calculate the SEA.B for each group.  
SEA.B\_p\_w <- siberEllipses(ellipses.posterior\_p\_w)  
  
#SEA.B\_p\_w  
# Calculate some credible intervals   
cr.p <- c(0.95, 0.99)   
  
# call to hdrcde:hdr using lapply()  
SEA.B.credibles\_p\_w <- lapply(  
 as.data.frame(SEA.B\_p\_w),   
 function(x,...){tmp<-hdrcde::hdr(x)$hdr},  
 prob = cr.p)  
print(SEA.B.credibles\_p\_w)

## $V1  
## [,1] [,2]  
## 99% 5.148639 10.876203  
## 95% 5.720670 9.795845  
## 50% 6.850019 8.238879  
##   
## $V2  
## [,1] [,2]  
## 99% 3.561761 7.625513  
## 95% 3.872034 7.011560  
## 50% 4.713538 5.752615

# do similar to get the modes, taking care to pick up multimodal posterior  
# distributions if present  
SEA.B.modes\_p\_w <- lapply(  
 as.data.frame(SEA.B\_p\_w),   
 function(x,...){tmp<-hdrcde::hdr(x)$mode},  
 prob = cr.p, all.modes=T)  
  
print(SEA.B.modes\_p\_w)

## $V1  
## [1] 7.545965  
##   
## $V2  
## [1] 5.217279

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++ Compare probability ++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## G1.1.G1.2  
Pr1pr2 <- sum( SEA.B\_p\_w[1,] < SEA.B\_p\_w[2,] ) / nrow(SEA.B\_p\_w)  
print(Pr1pr2)

## [1] 0.00025

# Calculate some credible intervals   
cr.p <- c(0.95, 0.99)   
  
# call to hdrcde:hdr using lapply()  
SEA.B.credibles <- lapply(as.data.frame(SEA.B),function(x,...){tmp<-hdrcde::hdr(x)$hdr},prob = cr.p)  
  
print(SEA.B.credibles)

## $V1  
## [,1] [,2]  
## 99% 2.083983 7.617883  
## 95% 2.404767 6.527204  
## 50% 3.220549 4.544831  
##   
## $V2  
## [,1] [,2]  
## 99% 0.4712412 2.753828  
## 95% 0.5809993 2.195442  
## 50% 0.8560688 1.357551  
##   
## $V3  
## [,1] [,2]  
## 99% 0.8702318 3.981793  
## 95% 1.0482186 3.178694  
## 50% 1.5043475 2.182600  
##   
## $V4  
## [,1] [,2]  
## 99% 1.462356 5.994316  
## 95% 1.726801 4.856951  
## 50% 2.363019 3.387530  
##   
## $V5  
## [,1] [,2]  
## 99% 0.5459598 2.330816  
## 95% 0.6709204 1.903823  
## 50% 0.9581544 1.341867  
##   
## $V6  
## [,1] [,2] [,3] [,4]  
## 99% 0.3607707 3.026647 3.23269 3.245172  
## 95% 0.4916118 2.169672 NA NA  
## 50% 0.7860092 1.282700 NA NA  
##   
## $V7  
## [,1] [,2] [,3] [,4]  
## 99% 0.02091260 0.10941398 0.1115031 0.1153844  
## 95% 0.02470789 0.08581959 NA NA  
## 50% 0.03588263 0.05556695 NA NA  
##   
## $V8  
## [,1] [,2]  
## 99% 0.8051193 4.635265  
## 95% 1.0267631 3.600449  
## 50% 1.5608784 2.324853

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

VISUALIZE PANGANI ++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

# create the siber object  
siber.data\_comm1 <- createSiberObject(siber.data1)

community.hulls.args <- list(col = 1, lty = 1, lwd = 1)  
group.ellipses.args <- list(n = 56, p.interval = 0.95, lty = 1, lwd = 2)  
group.hulls.args <- list(lty = 2, col = "grey20")  
# plot siber.data1 for community 1  
# plotting the graph  
par(mfrow=c(1,1))  
  
plotSiberObject(siber.data\_comm1,  
 ax.pad = 2,   
 hulls = F, community.hulls.args = community.hulls.args,   
 ellipses = T, group.ellipses.args = group.ellipses.args,  
 group.hulls = T, group.hulls.args = group.hulls.args,  
 bty = "L",  
 iso.order = c(1,2),  
 xlab = expression({delta}^13\*C~'\u2030'),  
 ylab = expression({delta}^15\*N~'\u2030'),  
 cex = 0.5, main = 'Pangani'  
 )  
  
#plotGroupEllipses(siber.data, n = 103, p.interval = 0.95,lty = 1, lwd = 2)  
# Calculate summary statistics for each group: TA, SEA and SEAc  
group.ML2 <- groupMetricsML(siber.data\_comm1)  
print(group.ML2)

## 1.1 1.2 1.3 1.4  
## TA 5.716400 1.334400 2.823450 5.017700  
## SEA 3.445897 1.177668 1.825339 2.974570  
## SEAc 3.692032 1.324877 1.977451 3.187039

# add a legend  
legend("topright", colnames(group.ML2),   
 pch = c(1,1,1,2,2,2), col = c(1:3, 1:3), lty = 1)
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++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

OVERLAP BETWEEN ELLIPSE FOR PANGANI

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## Over lap for G1.1.G1.2  
overlap.G1.1.G1.2 <- maxLikOverlap("1.1", "1.2", siber.data\_comm1, p = 0.95)  
print(overlap.G1.1.G1.2)

## area.1 area.2 overlap   
## 22.105833 7.932625 4.838896

## Over lap for G1.1.G1.3   
overlap.G1.1.G1.3 <- maxLikOverlap("1.1", "1.3", siber.data\_comm1, p = 0.95)  
print(overlap.G1.1.G1.3)

## area.1 area.2 overlap   
## 22.105833 11.839873 7.393863

## Over lap for G1.2.G1.3   
overlap.G1.2.G1.3 <- maxLikOverlap("1.2", "1.3", siber.data\_comm1, p = 0.95)  
print(overlap.G1.2.G1.3)

## area.1 area.2 overlap   
## 7.932625 11.839873 4.630358

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++ PROPORTIONS ++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## Proportion for G1.1.G1.2\_area1  
prop.of.G1.1.G1.2\_a1 <- as.numeric(overlap.G1.1.G1.2["overlap"] / overlap.G1.1.G1.2["area.1"])  
print(prop.of.G1.1.G1.2\_a1)

## [1] 0.2188968

## Proportion for G1.1.G1.2\_area2  
prop.of.G1.1.G1.2\_a2 <- as.numeric(overlap.G1.1.G1.2["overlap"] / overlap.G1.1.G1.2["area.2"])  
print(prop.of.G1.1.G1.2\_a2)

## [1] 0.6099993

## Proportion for G1.1.G1.3\_area1  
prop.of.G1.1.G1.3\_a1 <- as.numeric(overlap.G1.1.G1.3["overlap"] / overlap.G1.1.G1.3["area.1"])  
print(prop.of.G1.1.G1.3\_a1)

## [1] 0.3344757

## Proportion for G1.1.G1.3\_area2  
prop.of.G1.1.G1.3\_a2 <- as.numeric(overlap.G1.1.G1.3["overlap"] / overlap.G1.1.G1.3["area.2"])  
print(prop.of.G1.1.G1.3\_a2)

## [1] 0.6244884

## Proportion for G1.2.G1.3\_area1  
prop.of.G1.2.G1.3\_a1 <- as.numeric(overlap.G1.2.G1.3["overlap"] / overlap.G1.2.G1.3["area.1"])  
print(prop.of.G1.2.G1.3\_a1)

## [1] 0.5837106

## Proportion for G1.2.G1.3\_area2  
prop.of.G1.2.G1.3\_a2 <- as.numeric(overlap.G1.2.G1.3["overlap"] / overlap.G1.2.G1.3["area.2"])  
print(prop.of.G1.2.G1.3\_a2)

## [1] 0.3910817

## Both for only G1.1 and G1.2  
prop.of.both.G1.1.G1.2 <- as.numeric(overlap.G1.1.G1.2["overlap"] / (overlap.G1.1.G1.2["area.1"] + overlap.G1.1.G1.2["area.2"]))  
print(prop.of.both.G1.1.G1.2)

## [1] 0.16109

## Both for only G1.1 and G1.3  
prop.of.both.G1.1.G1.3 <- as.numeric(overlap.G1.1.G1.3["overlap"] / (overlap.G1.1.G1.3["area.1"] + overlap.G1.1.G1.3["area.2"]))  
print(prop.of.both.G1.1.G1.3)

## [1] 0.2178144

## Both for only G1.2 and G1.3  
prop.of.both.G1.2.G1.3 <- as.numeric(overlap.G1.2.G1.3["overlap"] / (overlap.G1.2.G1.3["area.1"] + overlap.G1.2.G1.3["area.2"]))  
print(prop.of.both.G1.2.G1.3)

## [1] 0.2341817

## It can be a bit slow to calculate this overlap, so you may want to drop the number of draws if your computer is slow.  
  
## G.1.1 & G1.2  
bayes.overlap.G1.1.G1.2 <- bayesianOverlap("1.1", "1.2", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G1.1.G1.2)

## area1 area2 overlap  
## 1 15.99946 10.799977 5.108027  
## 2 21.66418 12.597212 6.516258  
## 3 19.11112 5.177788 4.340788  
## 4 18.54436 4.419311 2.203855  
## 5 18.66580 6.037169 3.999379  
## 6 34.49718 4.877500 4.227259  
## 7 19.46303 7.228742 2.915721  
## 8 27.14991 4.872520 4.124329  
## 9 26.55946 6.904066 4.570436  
## 10 38.14761 6.810520 6.810520

## It can be a bit slow to calculate this overlap, so you may want to drop the number of draws if your computer is slow.  
## G.1.1 & G1.3  
bayes.overlap.G1.1.G1.3 <- bayesianOverlap("1.1", "1.3", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G1.1.G1.3)

## area1 area2 overlap  
## 1 15.99946 9.708127 3.630793  
## 2 21.66418 7.057776 4.426275  
## 3 19.11112 11.225948 6.496730  
## 4 18.54436 16.008782 4.728687  
## 5 18.66580 11.842823 5.900408  
## 6 34.49718 13.262218 7.834154  
## 7 19.46303 13.278728 6.408305  
## 8 27.14991 15.418369 6.298370  
## 9 26.55946 11.502706 8.098788  
## 10 38.14761 11.586597 8.390977

## It can be a bit slow to calculate this overlap, so you may want to drop the number of draws if your computer is slow.  
## G.1.2 & G1.3  
bayes.overlap.G1.2.G1.3 <- bayesianOverlap("1.2", "1.3", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G1.2.G1.3)

## area1 area2 overlap  
## 1 10.799977 9.708127 5.011294  
## 2 12.597212 7.057776 3.368384  
## 3 5.177788 11.225948 3.287585  
## 4 4.419311 16.008782 3.590630  
## 5 6.037169 11.842823 3.510449  
## 6 4.877500 13.262218 1.348287  
## 7 7.228742 13.278728 3.120998  
## 8 4.872520 15.418369 4.377332  
## 9 6.904066 11.502706 4.182087  
## 10 6.810520 11.586597 4.082614

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

VISUALIZE PANGANI ++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

# create the siber object  
siber.data\_comm2 <- createSiberObject(siber.data2)

community.hulls.args <- list(col = 1, lty = 1, lwd = 1)  
group.ellipses.args <- list(n = 47, p.interval = 0.95, lty = 1, lwd = 2)  
group.hulls.args <- list(lty = 2, col = "grey20")  
# plot siber.data1 for community 2  
# plotting the graph  
par(mfrow=c(1,1))  
  
plotSiberObject(siber.data\_comm2,  
 ax.pad = 2,   
 hulls = F, community.hulls.args = community.hulls.args,   
 ellipses = T, group.ellipses.args = group.ellipses.args,  
 group.hulls = T, group.hulls.args = group.hulls.args,  
 bty = "L",  
 iso.order = c(1,2),  
 xlab = expression({delta}^13\*C~'\u2030'),  
 ylab = expression({delta}^15\*N~'\u2030'),  
 cex = 0.5, main = 'Wami'  
 )  
#plotGroupEllipses(siber.data, n = 103, p.interval = 0.95,lty = 1, lwd = 2)  
# Calculate summary statistics for each group: TA, SEA and SEAc  
group.ML3 <- groupMetricsML(siber.data\_comm2)  
print(group.ML3)

## 2.5 2.6 2.7 2.8  
## TA 2.087250 1.765600 0.09820000 2.480400  
## SEA 1.176733 1.090238 0.04740530 1.986348  
## SEAc 1.260785 1.271944 0.05267256 2.184983

# add a legend  
legend("topright", colnames(group.ML3),   
 pch = c(1,1,1,2,2,2), col = c(1:3, 1:3), lty = 1)

![](data:image/png;base64,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)

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

OVERLAP BETWEEN ELLIPSE FOR WAMI +++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## Over lap for G2.5.G2.6  
overlap.G2.5.G2.6 <- maxLikOverlap("2.5", "2.6", siber.data\_comm2, p = 0.95)  
overlap.G2.5.G2.6

## area.1 area.2 overlap   
## 7.548880 7.615695 4.147287

## Over lap for G2.5.G2.7  
overlap.G2.5.G2.7 <- maxLikOverlap("2.5", "2.7", siber.data\_comm2, p = 0.95)  
overlap.G2.5.G2.7

## area.1 area.2 overlap   
## 7.548880e+00 3.153739e-01 8.409343e-17

## Over lap for G2.6.G2.7  
overlap.G2.6.G2.7 <- maxLikOverlap("2.6", "2.7", siber.data\_comm2, p = 0.95)  
overlap.G2.6.G2.7

## area.1 area.2 overlap   
## 7.6156945 0.3153739 0.0000000

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

Proportion Overlap for Wami

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## G2.5 & G2.6\_area1  
prop.of.G2.5.G2.6\_a1 <- as.numeric(overlap.G2.5.G2.6["overlap"] / overlap.G2.5.G2.6["area.1"])  
print(prop.of.G2.5.G2.6\_a1)

## [1] 0.549391

## G2.5 & G2.6\_area2  
prop.of.G2.5.G2.6\_a2 <- as.numeric(overlap.G2.5.G2.6["overlap"] / overlap.G2.5.G2.6["area.2"])  
print(prop.of.G2.5.G2.6\_a2)

## [1] 0.5445711

## G2.5 & G2.7\_area1  
prop.of.G2.5.G2.7\_area1 <- as.numeric(overlap.G2.5.G2.7["overlap"] / overlap.G2.5.G2.7["area.1"])  
print(prop.of.G2.5.G2.7\_area1)

## [1] 1.113985e-17

## G2.5 & G2.7\_area2  
prop.of.G2.5.G2.7\_area2 <- as.numeric(overlap.G2.5.G2.7["overlap"] / overlap.G2.5.G2.7["area.2"])  
print(prop.of.G2.5.G2.7\_area1)

## [1] 1.113985e-17

## G2.6 & G2.7\_area1  
prop.of.G2.6.G2.7\_area1 <- as.numeric(overlap.G2.6.G2.7["overlap"] / overlap.G2.6.G2.7["area.1"])  
print(prop.of.G2.6.G2.7\_area1)

## [1] 0

## G2.6 & G2.7\_area2  
prop.of.G2.6.G2.7\_area2 <- as.numeric(overlap.G2.6.G2.7["overlap"] / overlap.G2.6.G2.7["area.2"])  
print(prop.of.G2.6.G2.7\_area1)

## [1] 0

## Both for only 2.5 and 2.6  
prop.of.both.G2.5.G2.6 <- as.numeric(overlap.G2.5.G2.6["overlap"] / (overlap.G2.5.G2.6["area.1"] + overlap.G2.5.G2.6["area.2"]))  
print(prop.of.both.G2.5.G2.6)

## [1] 0.2734852

## Both for only 2.5 and 2.7  
prop.of.both.G2.5.G2.7 <- as.numeric(overlap.G2.5.G2.7["overlap"] / (overlap.G2.5.G2.7["area.1"] + overlap.G2.5.G2.7["area.2"]))  
print(prop.of.both.G2.5.G2.7)

## [1] 1.069312e-17

## Both for only 2.6 and 2.7  
prop.of.both.G2.6.G2.7 <- as.numeric(overlap.G2.6.G2.7["overlap"] / (overlap.G2.6.G2.7["area.1"] + overlap.G2.6.G2.7["area.2"]))  
print(prop.of.both.G2.6.G2.7)

## [1] 0

## It can be a bit slow to calculate this overlap, so you may want to drop the number of draws if your computer is slow.  
  
## For G2.5 & G2.6  
bayes.overlap.G2.5.G2.6 <- bayesianOverlap("2.5", "2.6", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G2.5.G2.6)

## area1 area2 overlap  
## 1 8.132823 5.543770 3.097562  
## 2 5.603204 6.196616 2.481541  
## 3 10.517970 5.402817 5.021762  
## 4 8.899977 9.933493 3.817390  
## 5 6.628758 4.932589 2.666917  
## 6 10.562052 5.064456 4.967223  
## 7 7.335877 4.091430 1.771290  
## 8 7.319380 20.741067 5.482838  
## 9 5.342506 5.279799 3.214402  
## 10 6.549197 8.803812 3.201293

## For G2.5 & G2.7  
bayes.overlap.G2.5.G2.7 <- bayesianOverlap("2.5", "2.7", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G2.5.G2.7)

## area1 area2 overlap  
## 1 8.132823 0.2405355 1.325152e-01  
## 2 5.603204 0.4009854 1.438736e-16  
## 3 10.517970 0.1839615 1.839615e-01  
## 4 8.899977 0.1629781 6.044427e-17  
## 5 6.628758 0.5466086 4.460345e-01  
## 6 10.562052 0.2632691 4.839607e-17  
## 7 7.335877 0.3585773 8.025633e-02  
## 8 7.319380 0.2625385 1.717376e-16  
## 9 5.342506 0.3078702 1.516257e-16  
## 10 6.549197 0.2605784 6.364267e-17

## For G2.6 & G2.7  
bayes.overlap.G2.6.G2.7 <- bayesianOverlap("2.6", "2.7", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G2.6.G2.7)

## area1 area2 overlap  
## 1 5.543770 0.2405355 0.000000e+00  
## 2 6.196616 0.4009854 0.000000e+00  
## 3 5.402817 0.1839615 0.000000e+00  
## 4 9.933493 0.1629781 0.000000e+00  
## 5 4.932589 0.5466086 0.000000e+00  
## 6 5.064456 0.2632691 0.000000e+00  
## 7 4.091430 0.3585773 0.000000e+00  
## 8 20.741067 0.2625385 1.257675e-16  
## 9 5.279799 0.3078702 0.000000e+00  
## 10 8.803812 0.2605784 0.000000e+00

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

Overlap of groups from comm1 vs those of comm2

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## Over lap for G1.1 & G2.5  
overlap.G1.1.G2.5 <- maxLikOverlap("1.1", "2.5", siber.data, p = 0.95)  
print(overlap.G1.1.G2.5)

## area.1 area.2 overlap   
## 22.105833 7.548880 2.508701

## Over lap for G1.2 & G2.6   
overlap.G1.2.G2.6 <- maxLikOverlap("1.2", "2.6", siber.data, p = 0.95)  
print(overlap.G1.2.G2.6)

## area.1 area.2 overlap   
## 7.932625 7.615695 4.545598

## Over lap for G1.3 & G2.7   
overlap.G1.3.G2.7 <- maxLikOverlap("1.3", "2.7", siber.data, p = 0.95)  
print(overlap.G1.3.G2.7)

## area.1 area.2 overlap   
## 1.183987e+01 3.153739e-01 4.336809e-18

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

Proportion Overlap for combined communities

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

# Calculate the proportion on overlap  
## G1.1.G2.5  
prop.of.G1.1.G2.5 <- as.numeric(overlap.G1.1.G2.5["overlap"] / overlap.G1.1.G2.5["area.1"])  
print(prop.of.G1.1.G2.5)

## [1] 0.1134859

## G1.1.G2.5  
prop.of.G1.1.G2.5 <- as.numeric(overlap.G1.1.G2.5["overlap"] / overlap.G1.1.G2.5["area.2"])  
print(prop.of.G1.1.G2.5)

## [1] 0.3323276

## G1.2.G2.6\_area1  
prop.of.G1.2.G2.6\_a1 <- as.numeric(overlap.G1.2.G2.6["overlap"] / overlap.G1.2.G2.6["area.1"])  
print(prop.of.G1.2.G2.6\_a1)

## [1] 0.5730257

## G1.2.G2.6\_area2  
prop.of.G1.2.G2.6\_a2 <- as.numeric(overlap.G1.2.G2.6["overlap"] / overlap.G1.2.G2.6["area.2"])  
print(prop.of.G1.2.G2.6\_a2)

## [1] 0.5968724

## G1.3.G2.7\_area1  
prop.of.G1.3.G2.7\_a1 <- as.numeric(overlap.G1.3.G2.7["overlap"] / overlap.G1.3.G2.7["area.1"])  
print(prop.of.G1.3.G2.7\_a1)

## [1] 3.662885e-19

## G1.3.G2.7\_area2  
prop.of.G1.3.G2.7\_a2 <- as.numeric(overlap.G1.3.G2.7["overlap"] / overlap.G1.3.G2.7["area.2"])  
print(prop.of.G1.3.G2.7\_a2)

## [1] 1.375132e-17

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

Proportion Overlap for combined communities (Overlap for both groups)

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## Both for only G1.1 and G2.5  
prop.of.both.G1.1.G2.5 <- as.numeric(overlap.G1.1.G2.5["overlap"] / (overlap.G1.1.G2.5["area.1"] + overlap.G1.1.G2.5["area.2"]))  
print(prop.of.both.G1.1.G2.5)

## [1] 0.08459705

## Both for only G1.2 and G2.6  
prop.of.both.G1.2.G2.6 <- as.numeric(overlap.G1.2.G2.6["overlap"] / (overlap.G1.2.G2.6["area.1"] + overlap.G1.2.G2.6["area.2"]))  
print(prop.of.both.G1.2.G2.6)

## [1] 0.292353

## Both for only 1.3 and 2.7  
prop.of.both.G1.3.G2.7 <- as.numeric(overlap.G1.3.G2.7["overlap"] / (overlap.G1.3.G2.7["area.1"] + overlap.G1.3.G2.7["area.2"]))  
print(prop.of.both.G1.3.G2.7)

## [1] 3.567849e-19

## It can be a bit slow to calculate this overlap, so you may want to drop the number of draws if your computer is slow.  
  
## G1.1.G2.5  
bayes.overlap.G1.1.G2.5 <- bayesianOverlap("1.1", "2.5", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G1.1.G2.5)

## area1 area2 overlap  
## 1 15.99946 8.132823 0.4864271  
## 2 21.66418 5.603204 1.6754520  
## 3 19.11112 10.517970 2.2217255  
## 4 18.54436 8.899977 0.5155703  
## 5 18.66580 6.628758 2.4301892  
## 6 34.49718 10.562052 6.4201702  
## 7 19.46303 7.335877 1.4009164  
## 8 27.14991 7.319380 3.0694066  
## 9 26.55946 5.342506 2.0785121  
## 10 38.14761 6.549197 4.6819453

## It can be a bit slow to calculate this overlap, so you may want to drop the number of draws if your computer is slow.  
## G1.2.G2.6  
bayes.overlap.G1.2.G2.6 <- bayesianOverlap("1.2", "2.6", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G1.2.G2.6)

## area1 area2 overlap  
## 1 10.799977 5.543770 3.2840043  
## 2 12.597212 6.196616 6.0268640  
## 3 5.177788 5.402817 2.2347026  
## 4 4.419311 9.933493 0.5259257  
## 5 6.037169 4.932589 2.9637807  
## 6 4.877500 5.064456 4.3095539  
## 7 7.228742 4.091430 1.1736916  
## 8 4.872520 20.741067 3.3991928  
## 9 6.904066 5.279799 3.8546208  
## 10 6.810520 8.803812 3.1047448

## G1.3.G2.7  
bayes.overlap.G1.3.G2.7 <- bayesianOverlap("1.3", "2.7", ellipses.posterior, draws = 10, p.interval = 0.95,n = 103)  
print(bayes.overlap.G1.3.G2.7)

## area1 area2 overlap  
## 1 9.708127 0.2405355 0.000000e+00  
## 2 7.057776 0.4009854 0.000000e+00  
## 3 11.225948 0.1839615 4.336809e-19  
## 4 16.008782 0.1629781 0.000000e+00  
## 5 11.842823 0.5466086 6.071532e-18  
## 6 13.262218 0.2632691 6.938894e-18  
## 7 13.278728 0.3585773 3.469447e-18  
## 8 15.418369 0.2625385 2.625385e-01  
## 9 11.502706 0.3078702 4.065758e-20  
## 10 11.586597 0.2605784 0.000000e+00

# Calculate the various Layman metrics on each of the communities.  
community.ML <- communityMetricsML(siber.data)   
print(community.ML)

## 1 2  
## dY\_range 2.44850000 2.9070833  
## dX\_range 3.83723214 3.0255682  
## TA 5.02208276 4.2417341  
## CD 1.67566121 1.5300689  
## MNND 2.16377106 1.7914920  
## SDNND 0.01721845 0.6533672

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

EXTRA POSTERIOR MEANS AND VISUALIZE THE FIRST COMMUNITY

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

# extract the posterior means  
mu.post <- extractPosteriorMeans(siber.data, ellipses.posterior)  
  
# calculate the corresponding distribution of layman metrics  
layman.B <- bayesianLayman(mu.post)  
  
# --------------------------------------  
# Visualise the first community  
# --------------------------------------  
siberDensityPlot(layman.B[[1]], xticklabels = colnames(layman.B[[1]]),   
 bty="L", ylim = c(0,20))  
  
# add the ML estimates (if you want). Extract the correct means   
# from the appropriate array held within the overall array of means.  
comm1.layman.ml <- laymanMetrics(siber.data$ML.mu[[1]][1,1,],  
 siber.data$ML.mu[[1]][1,2,]  
 )  
points(1:6, comm1.layman.ml$metrics, col = "red", pch = "x", lwd = 2)
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VISUALIZE THE SECOND COMMUNITY

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

# --------------------------------------  
# Visualise the second community  
# --------------------------------------  
siberDensityPlot(layman.B[[2]], xticklabels = colnames(layman.B[[2]]),   
 bty="L", ylim = c(0,20))  
  
# add the ML estimates. (if you want) Extract the correct means   
# from the appropriate array held within the overall array of means.  
comm2.layman.ml <- laymanMetrics(siber.data$ML.mu[[2]][1,1,],  
 siber.data$ML.mu[[2]][1,2,]  
)  
points(1:6, comm2.layman.ml$metrics, col = "red", pch = "x", lwd = 2)
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# --------------------------------------  
# Alternatively, pull out TA from both and aggregate them into a   
# single matrix using cbind() and plot them together on one graph.  
# --------------------------------------  
  
# go back to a 1x1 panel plot  
par(mfrow=c(1,1))  
  
siberDensityPlot(cbind(layman.B[[1]][,"TA"], layman.B[[2]][,"TA"]),  
 xticklabels = c("Pangani", "Wami"),   
 bty="L", ylim = c(0,20),  
 las = 1,  
 ylab = "TA - Convex Hull Area",  
 xlab = "")

![](data:image/png;base64,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)

TA1\_lt\_TA2 <- sum(layman.B[[1]][,"TA"] < layman.B[[2]][,"TA"]) / length(layman.B[[1]][,"TA"])  
print(TA1\_lt\_TA2)

## [1] 0.32975

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

## Overlap Between Ellipses

++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++

overlap.G1.2.G1.3 <- maxLikOverlap("1.2", "1.3", siber.data, p = 0.95, n =)  
overlap.G1.2.G1.3

## area.1 area.2 overlap   
## 7.932625 11.839873 4.630358

+++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++